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# 1. Java Basics

**1. What is Java? Explain its features.**

Java is a popular programming language used to create software like apps, games, websites, and even smart devices.

Features:

* **Simple:**Java is easy to learn if you know basic programming. It has a clean and understandable syntax.
* **Object**-Oriented:Java treats everything as an object (like real-world items), making the code organized and reusable.
* **Secure**:Java has built-in features to protect data and avoid viruses or hacking.
* **Multithreaded:**Java can perform many tasks at the same time, like downloading while playing music
* **Dynamic:**Java handles errors well and avoids crashes by checking code during both compile-time and run-time.
* **Distributed:**Java supports networking easily – helpful in building apps that run on the internet or over networks.
* **High Performance:**Java is faster than many other languages because of its efficient code and Just-In-Time compiler.
* **Robust:**Java handles errors well and avoids crashes by checking code during both compile-time and run-time.

----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**2. Explain the Java program execution process.**

* Install JDK (Java Development Kit)
* Write the Java Program (.java file)
* Compile the Program using java
* Run the Program using java
* View the Output on the screen

---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

1. **Write a simple Java program to display 'Hello World'.**

public class HelloWorld {

public static void main(String[] args) {

System.out.println("Hello World");

}

}

![](data:image/png;base64,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)

---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

1. **What are data types in Java? List and explain them.**

* Primitive Data Types

1. **Byte**

The byte data type is an 8-bit signed integer. It is used when you want to save memory in large arrays, especially in place of integers. It can store values from -128 to 127. It is mostly used in situations where memory savings are critical.

1. **short**  
   The short data type is a 16-bit signed integer. It can hold values from -32,768 to 32,767. It is larger than a byte but smaller than an int, and is used to save memory in applications where an int is not needed.
2. **int**  
   The int data type is a 32-bit signed integer and is the most commonly used data type for numeric values. It can store a wide range of values from -2,147,483,648 to 2,147,483,647. It is the default data type for integer values unless memory optimization is needed.
3. **long**  
   The long data type is a 64-bit signed integer. It is used when a larger range of values than int is required. It is ideal for big numbers like population counts, distance measurements, etc. When assigning a long value, an "L" is usually added to the end of the number.

**5. float**  
The float data type is a 32-bit floating-point number used to store decimal values. It is less precise than a double but consumes less memory. When using float, you should add an "f" or "F" at the end of the value.

**6. double**  
The double data type is a 64-bit floating-point number. It is used when high precision is needed for decimal values, like in scientific calculations. It is the default data type for decimal numbers in Java.

**7. char**  
The char data type is a 16-bit Unicode character. It is used to store a single character and must be enclosed in single quotes, like 'A' or '9'. It can also store symbols and letters from different languages.

**8. boolean**  
The boolean data type represents one bit of information and can only hold two values: true or false. It is commonly used for decision-making or conditional logic (e.g., if a condition is true or not).

* Non-Primitive (Reference) Data Types

1. **String**  
   A String is not a primitive type, but it is widely used to store sequences of characters or text. Strings in Java are objects and come with many built-in methods to manipulate text.

**2. Array**  
An Array is used to store multiple values of the same type in a single variable. For example, you can store a list of numbers or names. Arrays have a fixed size once they are created.

**3. Class**  
A Class is a user-defined data type in Java. It is a blueprint for creating objects and can contain fields (variables) and methods (functions). Classes are a core part of Java's object-oriented programming.

**4. Interface**  
An Interface in Java is a reference type, similar to a class, that contains only abstract methods (method declarations without body). It is used to achieve abstraction and multiple inheritance in Java.

**----------------------------------------------------------------------------------------------------------------------------------------------------------------**

**5. What is the difference between JDK, JRE, and JVM?**

| **Component** | **Stands for** | **What It Does** | **Includes** |
| --- | --- | --- | --- |
| **JVM** | Java Virtual Machine | Runs Java bytecode | Part of JRE |
| **JRE** | Java Runtime Environment | Runs Java programs | JVM + Libraries |
| **JDK** | Java Development Kit | Develops and runs Java programs | JRE + Compiler + Tools |

---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**6.What are variables in Java? Explain with examples.**

A **variable** in Java is a **name** that stores a **value** which can change during program execution. Think of it like a **box** where you keep data such as numbers, text, or characters.

Before using a variable, you must **declare its type** (like int, String, etc.) so the program knows what kind of data it will hold.

### Syntax of Variable Declaration:

dataType variableName = value;

Integer Variable

int age = 20;

Here, int is the data type, age is the variable name, and 20 is the value stored.

* **String Variable**

String name = "Sanjana";

Here, String is used to store text.

* **Float Variable**

float price = 99.50f;

Here, f is added at the end because it's a float.

* **Boolean Variable**

boolean isJavaFun = true;

This stores a true/false value.

---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**7**.**What are the different types of operators in Java?**

* Arithmetic Operators

| **Operator** | **Meaning** | **Example** |
| --- | --- | --- |
| + | Addition | a + b |
| - | Subtraction | a - b |
| \* | Multiplication | a \* b |
| / | Division | a / b |
| % | Modulus (remainder) | a % b |

* Relational (Comparison) Operators

| **Operator** | **Meaning** | **Example** |
| --- | --- | --- |
| == | Equal to | a == b |
| != | Not equal to | a != b |
| > | Greater than | a > b |
| < | Less than | a < b |
| >= | Greater or equal | a >= b |
| <= | Less or equal | a <= b |

* Logical Operators

| **Operator** | **Meaning** | **Example** |
| --- | --- | --- |
| && | Logical AND | (a > 5 && b < 10) |
| ! | Logical NOT | !(a > 5) |

* Assignment Operators

| **Operator** | **Meaning** | **Example** |
| --- | --- | --- |
| = | Assign | x = 5 |
| += | Add and assign | x += 5 → x = x + 5 |
| -= | Subtract and assign | x -= 2 |
| \*= | Multiply and assign | x \*= 3 |
| /= | Divide and assign | x /= 2 |
| %= | Modulus and assign | x %= 2 |

------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**8. Explain control statements in Java (if, if-else, switch).**

### if Statement

The if statement runs a block of code **only if the condition is true**.

Syntax:

if (condition) {

// code to execute if condition is true

}

Example:

int age = 18;

if (age >= 18) {

System.out.println("You are eligible to vote.");

}

* if-else Statement

The if-else statement runs **one block if the condition is true**, otherwise it runs the **else block**.

Syntax:

if (condition) {

// code if condition is true

} else {

// code if condition is false

}

Example:

int age = 16;

if (age >= 18) {

System.out.println("You can vote.");

} else {

System.out.println("You are too young to vote.");

}

* Switch Statement

The switch statement is used to **select one of many options** based on the value of a variable.

Syntax:

switch (value) {

case option1:

// code

break;

case option2:

// code

break;

default:

// code if no match

}

Example:

int day = 2;

switch (day) {

case 1:

System.out.println("Sunday");

break;

case 2:

System.out.println("Monday");

break;

default:

System.out.println("Other Day");

}

--------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**9.Write a Java program to find whether a number is even or odd.**

import java.util.Scanner;

public class EvenOddCheck {

public static void main(String[] args) {

Scanner input = new Scanner(System.in);

System.out.print("Enter a number: ");

int number = input.nextInt(); // taking number from user

if (number % 2 == 0) {

System.out.println(number + " is Even.");

} else {

System.out.println(number + " is Odd.");

}

input.close();

}

}
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------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**10.What is the difference between while and do-while loop?**

| **Feature** | **while Loop** | **do-while Loop** |
| --- | --- | --- |
| **Condition Check** | Checked before the loop runs | Checked after the loop runs |
| **Minimum**  **Executions** | May not run at all if condition is false | Runs at least once, even if condition is false |
| **Use Case** | When you want to check the condition **first** | When you want to run the code **at least once** |
| **Syntax** | while (condition) { ... } | do { ... } while (condition); |
| **Example Code** | java\nint i = 5;\nwhile (i < 5) {\n System.out.println("While: " + i);\n i++;\n} | java\nint i = 5;\ndo {\n System.out.println("Do-While: " + i);\n i++;\n} while (i < 5); |
| **Output** | *(No output — because the condition is false at the beginning)* | Do-While: 5 (Executes once even though condition is false) |

# Object-Oriented Programming (OOPs)

**1. What are the main principles of OOPs in Java? Explain each.**

### Encapsulation

**Definition:**  
Encapsulation means hiding the internal details of a class and only exposing necessary parts through methods.

**Key Idea:**  
Keep variables private, and provide public getter and setter methods to access and update them.

**Example:**

java

CopyEdit

public class Student {

private String name; // hidden

public void setName(String n) {

name = n;

}

public String getName() {

return name;

}

}

* **Inheritance**

**Definition:**  
Inheritance means one class (child) can reuse the properties and behaviors of another class (parent).

**Key Idea:**

Helps in code reusability.

**Example:**

CopyEdit

class Animal {

void sound() {

System.out.println("Animal makes sound");

}

}

class Dog extends Animal {

void bark() {

System.out.println("Dog barks");

}

}

* **Polymorphism**

**Definition:**

Polymorphism means **one task can be done in multiple ways**.

**Types:**

* **Compile-time (Method Overloading)**
* **Run-time (Method Overriding)**

**Example:**

// Overloading (same method name, different parameters)

class Math {

int add(int a, int b) {

return a + b;

}

double add(double a, double b) {

return a + b;

}

}

* **Abstraction**

**Definition:**  
Abstraction means **hiding unnecessary details** and showing only the **important parts** to the user.

**Key Idea:**  
Achieved using **abstract classes** and **interfaces**.

**Example:**

abstract class Shape {

abstract void draw();

}

class Circle extends Shape {

void draw() {

System.out.println("Drawing Circle");

}

}

**2.What is a class and an object in Java? Give examples.**

### What is a Class in Java?

A **class** is like a **blueprint** or **template**. It defines the **properties (variables)** and **behaviors (methods)** of objects, but it doesn’t do anything by itself until you create an object from it.

Example:

public class Car {

String color = "Red"; // property

void drive() { // method

System.out.println("Car is driving");

}

}

**What is an Object in Java?**

An **object** is a **real-world instance** of a class. It is created using the new keyword and allows you to access the variables and methods of the class.

Example:

public class Main {

public static void main(String[] args) {

Car myCar = new Car(); // Creating an object of class Car

System.out.println(myCar.color); // Accessing property

myCar.drive(); // Calling method

}

}

------------------------------------------------------------------------------------------------------------------------------------------------------------------

**3.Write a program using class and object to calculate area of a rectangle.**

import java.util.Scanner;

class Rectangle {

int length;

int width;

int calculateArea() {

return length \* width;

}

}

public class Main {

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

Rectangle rect = new Rectangle(); // Creating object

System.out.print("Enter length: ");

rect.length = sc.nextInt(); // User input

System.out.print("Enter width: ");

rect.width = sc.nextInt(); // User input

int area = rect.calculateArea(); // Calling method

System.out.println("Area of Rectangle = " + area);

sc.close();

}

}
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------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**4.Explain inheritance with real-life example and Java code.**

Inheritance means one class (child/subclass) can use the properties and methods of another class (parent/superclass). It helps in code reusability.

Real-life Example:

* Think of a general class: Vehicle

All vehicles have speed and can move**.**

Then we have a specific class: Car

* A car is a type of vehicle, so it should inherit everything a vehicle has, and add its own features like music system.

Java Code Example:

// Parent class (Super class)

class Vehicle {

void move() {

System.out.println("Vehicle is moving");

}

}

// Child class (Sub class) that inherits from Vehicle

class Car extends Vehicle {

void musicSystem() {

System.out.println("Car has a music system");

}

}

// Main class to test

public class Main {

public static void main(String[] args) {

Car myCar = new Car(); // Create object of child class

myCar.move(); // Inherited method from Vehicle

myCar.musicSystem(); // Method of Car class

}

}

---------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**5.What is polymorphism? Explain with compile-time and runtime examples.**

Polymorphism means "many forms".  
In Java, polymorphism allows one method or object to behave differently based on how it's used.

Compile-time Polymorphism (Method Overloading)

Example:

class Calculator {

int add(int a, int b) {

return a + b;

}

double add(double a, double b) {

return a + b;

}

}

public class Main {

public static void main(String[] args) {

Calculator calc = new Calculator();

System.out.println("Sum = " + calc.add(2, 3)); // int version

System.out.println("Sum = " + calc.add(2.5, 3.5)); // double version

}

}

![](data:image/png;base64,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)

* Run-time Polymorphism (Method Overriding)

When a subclass provides a specific implementation of a method already defined in the parent class, and the method to run is decided at runtime.

Example:

class Animal {

void sound() {

System.out.println("Animal makes sound");

}

}

class Dog extends Animal {

void sound() {

System.out.println("Dog barks");

}

}

public class Main {

public static void main(String[] args) {

Animal a = new Dog(); // Parent class reference, child class object

a.sound(); // Calls Dog's version at runtime

}

}
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**------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------**

1. **What is method overloading and method overriding? Show with examples**.

* Method Overloading

Definition:  
When multiple methods in the same class have the same name but different parameters (number, type, or order), it is called method overloading.

Example:

class Calculator {

// Method 1: Adds two integers

int add(int a, int b) {

return a + b;

}

// Method 2: Adds three integers

int add(int a, int b, int c) {

return a + b + c;

}

// Method 3: Adds two doubles

double add(double a, double b) {

return a + b;

}

}

public class Main {

public static void main(String[] args) {

Calculator calc = new Calculator();

System.out.println(calc.add(5, 10)); // 15

System.out.println(calc.add(5, 10, 15)); // 30

System.out.println(calc.add(5.5, 4.5)); // 10.0

}

}
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* Method Overriding

Definition:  
When a subclass provides a specific implementation of a method that is already defined in the parent class, it is called method overriding.

Example:

class Animal {

void sound() {

System.out.println("Animal makes a sound");

}

}

class Dog extends Animal {

void sound() {

System.out.println("Dog barks");

}

}

public class Main {

public static void main(String[] args) {

Animal a = new Dog(); // Polymorphism

a.sound(); // Output: Dog barks

}

}
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------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------**6. What is encapsulation? Write a program demonstrating encapsulation.**

Encapsulation is the concept of hiding data (variables) inside a class and allowing access to it only through methods ,

Java Program Demonstrating Encapsulation

class Student {

// Step 1: private data

private String name;

private int age;

// Step 2: public setter method to set data

public void setName(String n) {

name = n;

}

public void setAge(int a) {

age = a;

}

// Step 3: public getter method to get data

public String getName() {

return name;

}

public int getAge() {

return age;

}

}

public class Main {

public static void main(String[] args) {

Student s = new Student();

s.setName("Amit"); // setting values

s.setAge(20);

System.out.println("Name: " + s.getName()); // getting values

System.out.println("Age: " + s.getAge());

}

}
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-------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

1. **What is abstraction in Java? How is it achieved?**

Abstraction is the process of hiding internal details and showing only the essential features to the user.

Abstraction in Java is achieved in two ways:

| **Method** | Description |
| --- | --- |
| **Abstract Class** | A class that has abstract methods (without body) and normal methods |
| **Interface** | A contract with method definitions only (no implementation) |

Using Abstract Class – Example:

abstract class Animal {

abstract void sound(); // abstract method

void sleep() {

System.out.println("Sleeping...");

}

}

class Dog extends Animal {

void sound() {

System.out.println("Dog barks");

}

}

Using Interface – Example:

interface Vehicle {

void start(); // abstract method

}

class Car implements Vehicle {

public void start() {

System.out.println("Car starts with key");

}

}

------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------

**9. Explain the difference between abstract class and interface.**

| **Feature** | **Abstract Class** | **Interface** |
| --- | --- | --- |
| **Keyword** | abstract class | interface |
| **Method Types** | Can have abstract and concrete methods | Only abstract methods (till Java 7) |
| **Variables** | Can have variables with any access modifier | All variables are public static final |
| **Multiple Inheritance** | Not supported (only one abstract class) | Supported (a class can implement many) |
| **Constructors** | Can have constructors | Cannot have constructors |
| **Inheritance Type** | Class extends abstract class | Class implements interface |
| **Use Case** | When some **code is shared** across classes | When only **structure (methods)** is needed |

**----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------10. Create a Java program to demonstrate the use of interface.**

create an interface Vehicle, and two classes Car and Bike that implement this interface.

// Interface declaration

interface Vehicle {

void start(); // abstract method

void stop(); // abstract method

}

// Class Car implements Vehicle

class Car implements Vehicle {

public void start() {

System.out.println("Car is starting...");

}

public void stop() {

System.out.println("Car is stopping...");

}

}

// Class Bike implements Vehicle

class Bike implements Vehicle {

public void start() {

System.out.println("Bike is starting...");

}

public void stop() {

System.out.println("Bike is stopping...");

}

}

// Main class to test

public class Main {

public static void main(String[] args) {

Vehicle myCar = new Car();

Vehicle myBike = new Bike();

myCar.start(); // Output: Car is starting...

myCar.stop(); // Output: Car is stopping...

myBike.start(); // Output: Bike is starting...

myBike.stop(); // Output: Bike is stopping...

}

}
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